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요약
본 논문에서는 기존에 구현한 유닉스 버전 CASE(Computer Aided Software Engineering) 도구인 OODesigner를 윈도 버전으로 이식한 설계 결과에 대하여 논한다. 유닉스 버전 OODesigner는 Rumbaugh가 제안한 OMT(Object Modeling Technique) 기법을 지원하기 위해 구현되었지만 윈도 버전은 UML(Unified Modeling Language)를 지원할 수 있도록 기능이 확장되었다. 본 논문은 구현된 윈도 버전 OODesigner의 설계 문서와 구현 결과를 제시하는 것을 목적으로 한다.

1. 서론

객체 지향 패러다임은 많은 응용 분야에 걸쳐 소프트웨어 엔지니어로 하여금 소프트웨어를 생산성 있게 개발할 수 있도록 하는 환경을 제공해 준다. 과거에 이루어진 연구 결과로 볼 때 객체 지향 기법은 구조적 기법에 비해서 문제를 풀기 위한 중 더 자연스러운 방법을 마련해 줄 수 있다. 시스템 개발자는 객체 지향 기법을 통하여 추상화, 정보 은닉, 모듈화, 계층 구조화, 지속성, 동적 바인딩, 다형 개념과 같은 원리를 종합적으로 적용할 수 있다. 객체 지향 기법을 통하여 소프트웨어를 개발하면 시스템의 보수유지가 용이해 진보적인 소프트웨어의 재 사용을 통해 생산성 향상을 이룰 수 있다. 그러나 성공적인 객체 지향 프로젝트의 수행은 객체 지향 언어와 객체 지향 방법론 그리고 객체 지향 CASE 도구를 종합적으로 적용하였을 때 이루어질 수 있다. 즉 단순히 객체 지향 언어로 프로그래밍을 했다고 해서 그 소프트웨어가 객체 지향적이라고 할 수 없으며 오히려 경우에 따라서는 객체 지향 언어로 작성된 소프트웨어가 구조적 언어로 작성된 소프트웨어보다 보수유지기가 더 어려운 경우도 있다. 그러한 경우에 프로젝트가 실패하는 이유는 시스템의 분산과 설계 시에 시스템을 객체 지향적으로 명세하지 않고 객체 지향 코딩을 수행하기 때문이다.

객체 지향적인 시스템 개발의 본질은 대규모의 시스템을 구성하는 부속 객체들을 인식하여 이를 객체로 표현하고 그들 간의 상호 관계 및 입우가 적절한 복잡도 내에서 전체 시스템 내에 고르게 분산될 수 있도록 배치하는 것이다. 이러한 과정은 객체 지향 방법론이 객체 지향 모델링 언어를 기반으로 이루어질 수 있다. 객체 지향 기법의 선구자들은 1980년대 중반 이후로 1990년대 중반까지 약 20여 개의 객체 지향 방법론을 각각 고안하여 발표한 바 있다. 1990년대 중반에 가장 인기가 있었던 객체 지향 방법론 중 하나는 Rumbaugh의 OMT 기법이었다. 본 연구의 이전에 1993년부터 OMT 기법을 지원하는 CASE 도구를 구현하고자 하는 목적으로 OODesigner라는 도구를 유닉스 환경에서 C++ 언어와 OSF/Motif를 이용하여 구현하여 public domain에 공개한 바 있다. OODesigner는 OMT의 표기법 작성 기능외에도 C++ 언어의 응용성 기능 및 코드 생성 기능, 정보 저장소 기능, 그리고 C++ 메트릭스(metrics) 수집 기능을 갖고 있다. 이 도구는 1995년 이후에 refactoring 과정을 거쳐 개구조화
2000년 한국정보처리학회 추계 학술발표논문집 제7권 제2호

2. 시스템 설계

본 연구에서 구현하려는 소프트웨어는 MVC(Model-View-Controller) 구조를 갖는다. Model 요소는 시스템의 응용 목적을 위해 제고된 클래스들을 의미하고 View 요소는 그 모델을 화면에 보여주는 역할을 수행하는 것임. 그러나 이를 추진하는 것에 의해 발생되는 이벤트들을 처리하는 것임을 의미한다. 특히 View 와 Controller 부분의 기능은 주로 사용자 인터페이스와 관련된 부분이기 때문에 View 와 Controller 구성 요소는 함께 취급될 수 있다. 본 도구의 개념 설계는 MVC 모델을 기반으로 이루어졌다. (그림 1)은 OODesigner 구현을 위한 개념적인 구조이다.

(그림 1) 원도 버전 OODesigner의 개념적인 구조

본 연구에서 구현된 OODesigner는 다양한 표기법을 작성하도록 지원하는 여러 종류의 화면을 필요
로 하기 때문에 Visual C++의 MUI(Multiple Document Interface) 방식으로 설계되었다. 본 도구
에서는 UML의 표기법 종류 수 만큼의 사용자 인터페이스 원도리를 가져야 한다. 예를 들어 클래스
도표를 작성하기 위한 화면의 측정은 상장 도표를 작성하기 위한 화면의 측정과 다르기 때문에 서로
다른 프레임(frame)과 서로 다른 뷰(View)를 가져야 한다. 그러나 클래스 도표를 위한 뷰의 기능과 상장
도표를 위한 뷰의 기능은 완전히 다르지 않으며 공통적으로 수행해야 하는 부분도 있기 때문에 이런
상황은 상속을 이용하여 설계될 수 있다. 본 도구 설계의 큰 특징 중의 하나는 이러한 점을 고려하여
UML 표기법에 따른 다수의 뷰와 다수의 프레임을 상속을 이용하여 효율적으로 조직하였다는 점이
다. 이와같이 설계된 구조로 인해 본 도구의 구현

(그림 2) 뷰들의 상속 관계

OODesigner는 UML에서 정의된 모든 표기법을 지원하여 이러한 표기법의 기능을 제공하도록 설계
된 클래스들의 집합체가 표기법 관련 패키지이다. 이 패키지에 속하는 클래스들은 모두 Figure 클래스로
부터 상속되는 클래스들로 약 80개의 클래스가 있다. 이들 클래스들은 UML에서 정의된 도표 별로
Use Case Diagram을 위한 모델, Class Diagram을 위한 모델, Sequence Diagram을 위한 모델,
Collaboration Diagram을 위한 모델, State Diagram을 위한 모델, Deployment Diagram을 위한 모델로 나뉘어 설계되어 있다. (그림 3)은 이중에서 Use Case Diagram을 위
한 설계 결과이며 이들 클래스의 역할에 대한 설명은 다음과 같다.

- Figure : 이 클래스는 표기법에서 공통적으로 사
용되는 인터페이스를 제공하며 모든 표기법에 공통
으로 소속된 데이터 멤버들을 정의한다.
(그림 3) Use Case Diagram 표기법 설계를 위한 클래스 도표

- TwoPointFigure : 이 클래스는 이차원적인 좌표 값을 갖는 객체를 위한 자료구조와 레퍼 함수를 정의한다. 이 클래스의 중요한 메타 메타는 이차원 도형의 좌표를 좌표이다.
- Box, Circle, Line : 이들은 각각 사각형, 원, 라인 객체를 나타내기 위한 것이다. 이들 중에서 특히 사각형 클래스는 다른 복잡한 표기법들의 들을 제공하는데 자주 사용된다.
- NodeFigure : UML 표기법에 정의되는 모든 표기 법은 크게 두 부분에 속하게된다. 그 하나는 도표 상에서 노드의 역할을 하는 것이고 다른 하나는 연결선의 역할을 하는 것이다. 이 클래스는 노드 역할을 하는 모든 객체의 상호작용을 제공한다.
- Text, TextNameText, ConnectionText, StaticConnectionText, StaticText, UseCaseText : 이들은 화면 상에 문자열을 입력하거나 그려주기 위한 텍스트 클래스들이다. 이들 중에서 Text 클래스는 화면의 문자열 처리를 위한 모든 데이터 메타와 레퍼 함수를 포함하며 나머지 클래스들은 특정한 표기법 객체의 특성을 소속되어 표기법의 문법에 맞는 서비스를 제공하는 텍스트 객체들을 표현하기 위한 것이다.

- Lines : 이 클래스는 여러 개의 선분으로 이루어지는 선을 나타내기 위한 클래스이다. UML 표기법에서 사용되는 각종 연결선들은 이 클래스로부터 상속 된다.
- Connection : 이 클래스는 표기법에서 논리적으로 노드들을 연결하는 의미를 갖는 연결선을 표현하기 위한 클래스이다.
- SimpleConnection : 이 클래스는 연결선이 한 개의 선분으로만 표현되는 경우를 처리하기 위한 클래스이다.

3. 구현 결과

본 장에서는 연구 수행 결과를 구현한 도구의 실행 예를 중심으로 기술한다. 본 연구는 소프트웨어 구현에 관한 연구이기 때문에 도구의 실행 화면을 통하여 연구 결과를 명확히 제시할 수 있을 것으로 판단된다. 본 장에서 제시된 화면들은 Martin Fowler의 "UML Distilled: Applying the Standard Object Modeling Language" 책에 있는 모델들을 OODesigner를 이용하여 작성한 것이다.

OODesigner의 작동을 위한 사용자 인터페이스는 기존에 존재하는 상업적인 CASE 도구와 유사하게 구현되었다. 논문의 본장에 대한 제약 때문에 화면 등에 대한 설명은 생략한다.
4. 결론
본 논문에서는 UML을 지원하는 CASE 도구를
윈도 플랫폼에서 구현한 결과를 제시하였다. 본
연구의 특징은 특히 이전 연구 결과를 일부 유닉스 빌드
OODesigner를 이식하는 작업을 통하여 PC 버전을
구현하였다는 점이다. 본 연구에서 발표한 내용은 다음과 같으며 이들 발표는 본 연구를 통하
여 성공적으로 달성되었다.
- Unix 버전의 기존 기능을 원도 버전으로 이식
- UML 표기법 작성 기능 구현
- C++/Java에 대한 코드 생성 기능 구현
현재 구현 결과물에 존재하는 문제점은 시스템의
안정성에 관한 것이다. 추후의 계속적인 연구를 통
하여 시스템의 안정성이 확보될 수 있도록 보완할
계획이며 본 도구를 메타 CASE 도구로 변환하기
위한 연구도 지속적으로 추진할 계획이다.
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