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요 약

1. 서론
최근, 인터넷의 발전으로 많은 사용자들이 기존 정보를 공유하게 되었으며, 이로 인해 XML과 같은 표준으로서 자주 사용되고 있다. 그 결과 많은 정보의 데이터들인 XML 문서나 XML 데이터 형태로 바뀌어가고 있다. 이로 인해 XML 문서를 저장하고, 저장된 문서로부터 정보를 검색하기 위한 기법들이 많이 개발되고 있다. 개발된 기법들 중 주로 관계형 데이터베이스 시스템에서 DTD에 의존적이거나 독립적인 방법으로 스키마를 설계한 후 저장하고, 저장된 문서에 대해 정의한 서버 처리에 대해 데이터가 검색된 경우[1, 2]. 그러나 최근에는 전통적인 관계형 시스템에 제약이 없는 데이터 형 선언이나 set-value 등을 지원하기 위해 객체 관계 데이터베이스 환경에서 XML 문서를 저장하고 전달 처리를 하려는 연구가 진행되고 있다[3, 7].

본 논문에서는 이러한 최근의 추세를 반영하기 위해 객체 관계형 시스템과 관계형 데이터베이스 시스템의 지원을 함으로써 확장 경로 표현 기법을 제안하고, 이를 통해 문서 저장을 위해 테이블을 제안하였으며, 점의 처리 시의 효율적인 검색을 위해 DTD에 독립적으로 스키마를 구성하고, 저장 스키마를 분할 저장 방식을 이용하여 저장하였다. 또한 제안한 기법을 실제 데이터베이스 시스템(SQL Server 2000)에서 설계 구현하였다.

2. 관련 연구
최근까지의 저장 구조에 대한 연구는 1) 각 엘리먼트 노드들이 자신의 고유번호를 갖고 상위 노드가 하위 노드에 대해 고유번호를 리스트 형태로 유지하는 방법이다. 이 방법은 트리 형태의 특정 노드나 그 노드의 서브 트리에 대한 검색 시 트리 탐색을 해야하므로 많은 탐색 시간이 소요된다는 단점이 존재한다[4]. 2) 자신이 자신 엘리먼트 중 및 아래로 엘리먼트인가를 나타내는 엘리먼트 ID를 자신의 부모 노드로부터 계승받아 사용하는 EID 기법은, 저장 정보 내에 순환 구조가 존재하는 경우에는 경로 엘리먼트 ID가 부합한지 검증하는 문제점이 발생한다[5]. 3) 파생된 엘리먼트 트리의 부트 노드로부터 DFS(Depth First Search)방식으로 노드를 방문하여 처음 방문할 때의 순서와 자신의 자식 노드의 방문
이 끝난 위의 노드의 방문 순서의 한 행으로 구조 정보를 표현하는 방법이다. 이 기법의 경우 각각 노드의 수가 상당히 많은 경우에는 검색 시간이 증가 하며, 문서 정보에 대한 내용을 추가하거나 삭제 할 경우에는 다시 DFS Numbering을 해야하는 단점이 있 다. 4) 경로 정보와 위치 정보를 이용하는 방법으 로 이 방법은 순환 구조가 여러 개의 주요 내용을 가지고 있을 경우에는 경로 표현이 불가능하다는 문제점이 존재한다. 6)

3. 저장 구조

본 연구에서 저장 구조 설계를 위해 고려 시 저장 공간 문제는 고려하지 않았으며 문서 정보의 저장, 추가/삭제, 검색시의 효율성만을 고려하였다. XML 문서 저장 구조는 다음과 같이 세 개의 모듈로 구성 된다. 첫째는 저장 관리기로 XML 파일을 포함하고 있는 모듈로 XML 문서 저장 요구가 발생하면 해당 문서를 파일에 저장하여 파일에 종료 후 DOM 트리 형태로 변환하여 해당 객체를 데이터베이스 테이블에 배치하는 모듈이다. 두 번째는 질의 생성기로 사용자가 인터페이스를 통해 질의를 하면 질의의 쿼리를 분류한 후 SQL 형태의 질의어로 변환하는 모듈이다. 세 번째는 질의 변환기로 XPath 형태의 질의어가 들어오 면 XML 저장 구조에 맞는 SQL로 변환하는 모듈이다.

이제 저장을 위한 기본적인 구조는 [3, 6]의 경 로 표현 기법을 보완한 확장 경로 표현을 제안하였다. 확장 경로 표현은 다른 저장 기법들이 가지고 있던 문제점을 보완할 수 있는 것으로 잠재 관계를 표현하기 위해서 Path Table에 Flag field(Type)을 제안 하였으며, 문서 정보를 저장할 경우 Region 값을 할당하는데 [3]과는 달리 Element, Text에 모두 정보 값을 배치하고(DFS와 유사), Text 노드도 시작 값과 끝 값을 다르게 할당한다(관계형(DB) 모델). Region Type은 내부관계를 유지하기 위해서 제안되었으며, 노드가 추가될 때 추가될 위치의 양쪽 Region 값의 중간 값을 할당함으로써 별도의 오버헤드가 발생하지 않도록 하였다.

또한 XML 문서의 내용과 DTD 정보를 분리해서 DTD에 독립적으로 저장하는 방책을 선택한 이유는 의존적인 방법과는 다르게 메모리에 대한 속성과 메모리 사용을 고려할 수 있으므로 집의 검색 형태에 따라 질의 변환 및 정형화가 쉽기 때문이다. 본 연구에서는 문서 저장을 위한 스키마의 구성을 크게 두 부분으로 나누었는데 저장 부분과 인스턴스 부분이 며, 6개의 요소로 나누어 구성하였다. 먼저 저장 부분은 DTD, Path, Document 테이블로 구성되며, 인스턴스 부분은 element, text, attribute 테이블로 구성된다. 스키마를 구성하는 테이블은 다음과 같다.

- DTD_Table

<table>
<thead>
<tr>
<th>DTD ID</th>
<th>DTD Name</th>
<th>DTD size</th>
<th>DTD Cont</th>
</tr>
</thead>
</table>
- Path_Table

<table>
<thead>
<tr>
<th>DTD ID</th>
<th>Path id</th>
<th>path</th>
<th>type</th>
</tr>
</thead>
</table>
- Attribute_Table

<table>
<thead>
<tr>
<th>path ID</th>
<th>Doc ID</th>
<th>value</th>
<th>pos</th>
</tr>
</thead>
</table>
- Document_Table

<table>
<thead>
<tr>
<th>DTD ID</th>
<th>Doc ID</th>
<th>Docname</th>
</tr>
</thead>
</table>
- Element_Table

<table>
<thead>
<tr>
<th>Path ID</th>
<th>Doc ID</th>
<th>order</th>
<th>reorder</th>
<th>pos</th>
</tr>
</thead>
</table>
- Text_Table

<table>
<thead>
<tr>
<th>Path ID</th>
<th>Doc ID</th>
<th>value</th>
<th>pos</th>
</tr>
</thead>
</table>

본 연구에서 사용된 DTD와 XML 문서는 그림 1, 2와 같다.

```
<ELEMENT books(book)>
    <ELEMENT book (title, editor, author, summary)>
    <ATTLIST book style CDATA "textbook">
    <ELEMENT title (#PCDATA)>
    <ELEMENT editor (family, given)>
    <ELEMENT author (family, given)>
    <ELEMENT summary (#PCDATA) | keyword>
    <ELEMENT family (#PCDATA)>
    <ELEMENT given (#PCDATA)>

[그림 1] book DTD
```

위에 정의한 XML 문서의 저장은 다음과 같은 과정을 통해 저장한다. 먼저 XML 문서를 동록한 후 문서의 DOM 포맷에 의해 DOM 트리 형태로 표현 한다. 그 후 이 트리 형태를 본 연구에서 정의한 저장 관리기를 통해 테이블에 저장시키며 저장한다. 저장 관리기는 저장 경로 표현을 이용하여 노드의 정보를 해당 테이블에 저장한다. 노드의 탭인이 Element 테이블에 path ID와 Doc ID, position 등의 정보가 저장되며, Attribute가 있는지
클 검사하여 Attribute 테이블에 Attribute 값과 path ID와 position 값을 저장한다.

```xml
<books>
  <title>Designing XML applications</title>
  <editor>
    <name>Kraft</name>
  </editor>
  <author>
    <name>Nick</name>
  </author>
  <summary>
    This book is the guide to design XML applications.
  </summary>
</books>
```

[그림 2] XML 문서

이런 과정을 반복하여 모든 정보를 데이터베이스에 저장한다. 저장 관리기를 통해 생성된 테이블은 그림 3과 같다.

### DTD

<table>
<thead>
<tr>
<th>DTD ID</th>
<th>DTD Name</th>
<th>DTD Size</th>
<th>DTD Cont</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>simple.dtd</td>
<td>314</td>
<td>ELEMENT_</td>
</tr>
</tbody>
</table>

### Path

<table>
<thead>
<tr>
<th>DTD ID</th>
<th>Path ID</th>
<th>path</th>
<th>type</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>/books</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>2</td>
<td>/books/book</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>3</td>
<td>/books/book/title</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>4</td>
<td>/books/book/editor</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>5</td>
<td>/books/book/editor/family</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>6</td>
<td>/books/book/editor/given</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>7</td>
<td>/books/book/author</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>8</td>
<td>/books/book/author/family</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>9</td>
<td>/books/book/author/given</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>10</td>
<td>/books/book/summary</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>11</td>
<td>/books/book/summary/keyword</td>
<td>0</td>
</tr>
</tbody>
</table>

### Text

<table>
<thead>
<tr>
<th>Path ID</th>
<th>Doc ID</th>
<th>value</th>
<th>pos</th>
</tr>
</thead>
<tbody>
<tr>
<td>4</td>
<td>1</td>
<td>Designing XML applications</td>
<td>4, 5</td>
</tr>
<tr>
<td>6</td>
<td>1</td>
<td>Bob</td>
<td>9, 10</td>
</tr>
<tr>
<td>7</td>
<td>1</td>
<td>Kraft</td>
<td>13, 14</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
<td>Nick</td>
<td>19, 20</td>
</tr>
<tr>
<td>10</td>
<td>1</td>
<td>Marcus</td>
<td>23, 24</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
<td>Bob</td>
<td>27, 28</td>
</tr>
<tr>
<td>10</td>
<td>1</td>
<td>Past</td>
<td>31, 32</td>
</tr>
<tr>
<td>11</td>
<td>1</td>
<td>This book is</td>
<td>36, 37</td>
</tr>
<tr>
<td>12</td>
<td>1</td>
<td>XML</td>
<td>39, 40</td>
</tr>
<tr>
<td>11</td>
<td>1</td>
<td>applications</td>
<td>42, 43</td>
</tr>
</tbody>
</table>

### Attribute

<table>
<thead>
<tr>
<th>path ID</th>
<th>Doc ID</th>
<th>value</th>
<th>Pos</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>textbook</td>
<td>2, 2</td>
</tr>
</tbody>
</table>

### Document

<table>
<thead>
<tr>
<th>DTD ID</th>
<th>Doc ID</th>
<th>Doc Name</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>sample.xml</td>
</tr>
</tbody>
</table>

### Element

<table>
<thead>
<tr>
<th>Path ID</th>
<th>Doc ID</th>
<th>order</th>
<th>reorder</th>
<th>pos</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>1, 46</td>
</tr>
<tr>
<td>2</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>2, 43</td>
</tr>
<tr>
<td>4</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>3, 6</td>
</tr>
<tr>
<td>5</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>7, 16</td>
</tr>
<tr>
<td>6</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>8, 11</td>
</tr>
<tr>
<td>7</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>12, 15</td>
</tr>
<tr>
<td>8</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>17, 34</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
<td>0</td>
<td>-2</td>
<td>18, 21</td>
</tr>
<tr>
<td>10</td>
<td>1</td>
<td>0</td>
<td>-2</td>
<td>22, 25</td>
</tr>
<tr>
<td>9</td>
<td>1</td>
<td>1</td>
<td>-1</td>
<td>26, 29</td>
</tr>
<tr>
<td>10</td>
<td>1</td>
<td>1</td>
<td>-1</td>
<td>30, 33</td>
</tr>
<tr>
<td>11</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>35, 44</td>
</tr>
<tr>
<td>12</td>
<td>1</td>
<td>0</td>
<td>-1</td>
<td>38, 41</td>
</tr>
</tbody>
</table>

[그림 3] 저장된 테이블

4. 구현

본 연구에서는 제안된 저장 구조를 실제 환경에서 구현하기 위해 데이터베이스 시스템으로는 SQL server2000을, 운영체제 환경은 Windows2000으로, 그리고 PHP로 구현하였으며 DOM을 통해 파서를 구성하여 파싱하였다. 구현된 내용은 그림 4, 5, 6, 7에서 보여주고 있다. 구현에 사용한 예제는 그림 1, 2를 이용하였다.

[그림 4] 문서 선택 단계

저장 단계를 살펴보면 그림 4는 문서 선택 단계로 저장할 문서와 DTD를 선택한다. 기존 DTD 파일 선택 부분은 사전에 DTD 정보가 저장되어 있으면 테이블에서 정보를 가져와서 보여준다. White
Space 제거 옵션을 Element Tag와 Contents 사이의 공백이나 개행 문자를 제거하며 “다음” 버튼을 누르면 선택한 파일을 서버에 업로드하게 된다.

[그림 5] 문서저장(1단계)
그림 5는 파일 정보 표시 단계로서 XML 문서와 DTD 문서의 계약적인 정보를 표시한다.

[그림 6] 문서저장(2단계)
그림 6은 DTD 문서의 정보를 본 연구에서 정의한 6 개의 테이블로 표시하는 과정으로 여기서는 메핑을 통해 저시된 엘리먼트 테이블, 에트리뷰트, path 정보 등을 보여준다.

[그림 7] 문서저장 완료
그림 7은 매핑된 정보를 통해 변환된 DOM 객체를 이것이 우선 탐색으로 순환하면서 정의된 6개 테이블 모든 정보를 나타낸다.

5. 결론 및 약후 계획
본 연구에서는 XML 문서를 데이터베이스 시스템에 저장하고 검색할 수 있도록 시스템을 설계 구현하였다. 이를 위해 문서 저장 시 분할 저장 방식을 이용하고, 기존 검색 표현 방법인 DFS Numbering이나 EID, 경로 표현 기법의 문제점을 보완하였다. 즉, DTD에 독립적으로 스키마를 구성하고 저장 구조를 위해 확장 경로 표현 기법을 제안하였으며, 순환 정보와 set-value의 표현으로 객제 관계 데이터베이스에서도 사용이 가능하도록 하였다.
앞으로는 실제 질의 변환에 필요한 질의 처리기의 설계가 필요하고 이에 따른 변환 과정 및 구현이 필요하다. 마지막으로 순환 정보를 표현 시 무도 노드가 여러 개일 경우에 대한 연구가 필요하다.

6. 참고문헌