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1. Introduction

In order to meet the user's demands, varieties of simulation software have been
continuously developed from the late 1950’s. Currently, the number of simulation languages
(including academic and commercially available) are known to over 140 [16]. Basically,
there are two types of simulation softwares (or languages in a broad sense): (i) Discrete
event simulation model and (ii) Continuous simulation model [12, 14, 19 ].

1.1 Overview of simulation languages

Discrete event models are described by logic, rules and procedures. These
languages include GPSS, ARENA/SIMAN IV, SLAM I/TESS, Simula, GEMS-II, CVASD,
INSIGHT, and SIMSCRIPT 1II [15]. Continuous simulation model concerns the modeling of
systems over time by representing state variables changes continuously. In continuous
simulation, models are usually described by difference/differential equations. Some of these
languages include Extend, Model-it, SIMULAB, MATLAB, STELLA, DYNAMO, CSMP,
ACSL, MDOF, PIPEPHASE, TPS, GVS, TUTSIM, SIMNON, DARE, Modeller, MATRIX,
ESL, GEMS, ECAP, and PCAP [10,12,17,19).
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However, since real systems under consideration are neither completely discrete nor
completely continuous, models are needed that combine discrete event and continuous
models. Thus, the combined discrete event and continuous languages were developed in
order to provide more power (note: power indicates the ability of simulation software to
build an arbitrary model). These include WITNESS, Extend, DEVS-Scheme,
ARENA/SIMAN IV, COSY, ModSim II, SYSMOD, PCModel, HOCUS, SLAM II, DISCO,
GASP IV, COSMOS, CLASS, PROSE, CDCSIS, NEDIS, and GSL [1,2,5,13,15,21,16].

In order to reduce the user’'s effort for building a model, simulators, advertised as
"no-programming required” or “ease-to-use” were developed. These simulators
{(sometimes called Special Purpose Simulation Software or application oriented simulation
languages) include BETHSIM, SmartSim, XCELL+, WITNESS, QUEST, Micro Saint,
COMNET, Net Work II, MAP/1, MAST, Speed, See-Why, Modelmaster, BONeS, FACTOR,
INSIGHT, JR-net, SimFactory, SIMPLE++, AutoMod, ProModel, and TAYLORI [1,15, 22,
24].

Since then, there have been trends towards object orientation due to the number of
benefits of object oriented languages. The advantages of using object-oriented languages
such as Eiffel, Smalltalk, Simula, C++, and Objective-C can be found from Najmi [20, 25].
The object-oriented simulation languages include SmartSim, Sim++, SIMPLE++, CSIM, MB,
SimKit, SimPack, Ross, INSIGHT, ConSim, Extend, DISCO, ModSim II, and DEVS-Scheme
(5, 6, 7, 16, 18, 23, 25, 271.

Simulation software has been successful in satisfying the users to some degree.
However, there is always a trade-off between power and ease-of-use in simulation
software. For example, the commercially available simulators allow the user to build a
domain specific model with ease-of-use but less capability to build different domain
models. On the other hand, the general purpose simulation software allows the users to
build a wide range of domain models, which is called power, but it requires more effort
than the simulators.

The main reason for the existence of trade-off is due to the fact that simulators
are designed for particular domain problems. However, in fact, the user’s environment is
constantly changing. For example, if the modeler wants to model a different domain
problems, then the modeler has to devote significant effort to build a different domain
model. Therefore, a major issue becomes maintaining the ease-of-use while increasing
the power. The clue to the solution of this problem can be found in the concept of
"flexibility’, which has been used in the manufacturing systems area. Simulation software
flexibility can be thought as "the ability of simulation software systems to respond to
changing requirements.”

2. Analysis of object oriented simulation software

Real systems under study cover a wide range of sizes, structures, and behaviors.
For different types of real systems, the modeler needs to build a models to satisfy the
different system requirements. Therefore, according to the concept of flexibility, flexible
simulation software systems should allow the modeler to model the different system
requirements with minimal effort.
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2.1 Definitions

Terminology and definitions used in this reseswch may be somewhat different from
those used by other researchers so they need to be clearly explained.
+ Entity (ENT) is an object engaged in activities and characterized by its data values
called attributes. It also has relationship(s) and behavior(s).

% Structure(STR) is the arrangement of relationships between modules. Therefore, it is
composed of modules and relationships.

*x Behavior (BHR) describes the possible actions of an entity through its activities. In a
sense, behavior can be considered to a modular, module so that several actions can be
grouped into higher level activities.

* Attribute (ATT) describes the state of an entity whose characteristics are expressed via
data values.

* Relationship (REL) constitutes “awareness” by one entity of another (the related entity).

* Interface (IRF) is a channel through which other entities can communicate with an
entity. It contains constraints such as data types and acceptable data values that can be
communicated.

2.2 View of object oriented simulation model

Based on the above definitions and terminology, a simulation model can be viewed
as shown in Figure 1. A simulation model is composed of structure and behavior.
Structure is composed of relationships and entities, and entities have relationships, behavior
and data. Behavior of entities can be described by either logical constructs and/or
differential equations using operators/operands. The former case is usually called discrete
event model and the latter is called a continuous model. Two different types of entities
can be present in a model. A permanent entity is always present in a model, while a
transient entity is dynamically created and then destroyed during a simulation study.

mam i3 composed of - typeof -— s

Figure 1. A generic view of simulation model.
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3. Formalism and metrics of object oriented simulation software

A real system of class c is expressed as Sc which is composed of modules.

S. = { M'i } , where, M'i is a set of modules which are the real system’s
component objects. Furthermore, Sc has certain modeling requirements (RQ) which include
the type of structure and behaviors in such systems. The modeling requirements of a
system of class ¢ is expressed as RQ(S.).

A modular module Mi , object oriented, has behaviors BHR, relationships REL,
attributes ATT, and interfaces IRF.

Mi = < BHR, REL, ATT, IRF >

A simulation model of a class c system is expressed as SMc, and is composed of
modules Mi.

SM. = { (M, Ma,..., M)l i€ integer }

A simulation software system for modeling class ¢ systems, SS., is configured to
produce SM. in order to meet RQ(S.) with as much ease-of-use as possible as well as
accuracy relative to S.. SS: can be thought as a collection of functionality for
transforming and modeling the real systems. Thus, SSc has a set of transformation(TMF; )
and modeling functions for abstracting a conceptual model of Sc into a computer simulation
model (SMc). The performance measure for SSc is accuracy (how close to the real
system during logical modeling: fi) and ease-of-use (the effort to build a model: f2). The
relationship of the real system, simulation model, and simulation software system is shown
in the

] R
O logical | L] ]

modeling.f;  eomputer

RO(S,) .
modeling;f; SM,
SS. (Simulation performance eﬁergy:
S (real system of class c) software) ease-of-use and accuracy

Figure 2. Relationship of real system, model, and simulation software

3.1 Within a domain user group

As a user uses a particular simulation software system, all required building blocks
(or modules in technical! terms) are assumed to be present for a certain class of models.
This is considered to be steady state performance of SS. Therefore, ease-of-use and
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accuracy are the performance measures for evaluating the steady state use of SS.. The
effort required to build the different instances of SM. involves only addition and/or deletion
of modules followed by modification of the data values in the modules. The following
notations are used to illustrate the flexibility concept and analysis in simulation software
systems under steady state use.

Notations:
M;: the i module in a model, i =1 to TM
RELi;: Relationship from module i to module j.
ATT: the k™ attribute in the i" module, k =1 to P
BHR;;: the 1™ behavior in the i™ module, 1 =1 to Q
IRFim: the m" interface point in the i module, m =1 to S
DAT;a the dt™ data in i module, d: =1 to V
Let f(X) denote the effort required for the user to perform a task X in the process
of transforming and modeling, and consider that there may be an initial model to be used
for creating a new model.

x User's effort to select module a and add it to a model: Ao ;)

# User's effort to select module r and remove it from an existing model: Ao ;)

* User’s effort to change data for the i'" module in the model: , where V is the number of
data entries to be changed in the i™ module. Thus, the total effort required for the user
to build a new model of the system within a domain user group can be expressed as

21]‘(0 T 21 Zl, A DAT ; 4+ 2}0f(o ;) where A is the total number of modules to

be added, R is the total number of modules to be removed from the model, N is the total
number of modules whose data need to be changed. From the user’s point of view, the
effort to build a model is a function of the number of modules in the simulation model
SM. and complexity of each module M;

3.2 Different domain user groups

As a user attempts to build different classes of systems, due to performance
mismatches, all required building blocks may not be available. Therefore, a SS. developer
may need to reconfigure the simulation software system from SS. to SS¢.1. Therefore, the
consideration should be based on the developer’'s perspective and the effort to reconfigure
SS. is the performance measure for evaluating changing requirements of the system. This
reconfiguration effort involves adding/modifying relationships (REL), attributes (ATT),
behaviors (BHR), and interfaces (IRF) for the building blocks. Once the SS. is
reconfigured, the environment is considered to be stable until another reconfiguration
occurs. This process is repeated as often as necessary.

When a change occurs, SS. is reconfigured to form SSc.1, the effort to reconfigure
SS. depends on the level of flexibility available in SSc. The effort to reconfigure SS.
requires the following steps: conceptualizing the modules that are required to build a new
class of systems, creating modules (if a similar module does not exist) or modifying
behaviors (if a similar behavior exists), and configuring the modules.
Step 1: Create modules.
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Modeler will face two different processes in order to create modular modules.

Case 1: If similar modules are present in the simulation software system, then the
effort involves modification of BHR, IRF, and ATT. Equation (3.1), (3.2), and (3.3) shows
the effort required to modify BHR, IRF, and ATT respectively.

3 gf( BHR ;oo 3.1)

Where, Q is the total number of behaviors to be built into the ith module, and EM
is the number of modules involved.

giggmem) ............................................... (3.2)

Where, S is the total number of interfaces to be changed in the i™ module, and
EM is the number of modules involved.

g}k

Where, P is the total number of attributes to be changed in the i

) FOATT 0 (33)

th
module, and

EM is the number of modules involved.
Case 2! If modules are not available in the existing software system, then new
modules must be built. Effort to build new modules can be expressed as equation (3.4).

S M) e (3.4)

=h
Where, NM is the number of new modules to be built. (Note: A new module
consists of proper BHR, IRF, and ATT)
In both cases (case 1 and 2), the developer will go through the cycle of compile
and link process. Thus, the total effort to create new modules can be expressed as

equation (3.5). EM

NM M S EM P
7 Y rMy + Z if(BHR.-.:)+ > Zf(IRF'v"') + Z Zf(Am"‘)] (35)

o L = bt L™ T
Step 2: Configuration gtl modules '(Ii.é.,l establishing Irlelatilonships between modules)
Effort to make relationships can be expressed as equation (3.6).
5 B (36)
Where, TM 1is the total number of modules involved in a model. Therefore, the
total effort to reconfigure the SSc for a changing environment is a summation of all above

equations. Thus, the total effort to reconfigure SS. can be expressed as equation (3.7).
A8 r00+ § 3 r@rrie $ 3 rurna +
o r e ==
g .-‘f(Am,n)]+Z f(RELl'/) ...........................................

-t

The above equation (3.7) is a measure of simulation software flexibility. To design
a flexible simulation software architecture, the total effort to reconfigure SS. should be
made as small as possible. In other words, the objective of the design of flexible object
oriented simulation architecture is to minimize the equation (3.7).



THEmaG F 214 5§ 488 1998% 11H 183

4. Concluding remarks

The classification of simulation languages to date is summarized. Historically,
there has heen a trade-off between ease-of-use and power. Simulation software flexibility,
a new concept, is introduced, which addresses the problem of balance between power and
ease of use. A systems modular approach is used for the analysis and design of both the
simulation model and object oriented simulation software. The importance of the new
concept, flexibility, in object oriented simulation software is described., followed by the
development of formalism, and metrics for object oriented simulation software. According to
the metrics developed, it is shown that the modeler can build any arbitrary model with
less effort by using flexible simulation software.
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