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Accessibility to Instances Regardless of Versions in Schema
Evolution Environments in Object-Oriented Databases

Min Jin'

ABSTRACT

The facility of schema evolution is necessary in object-oriented database applications. There exist several versions of
schema and instances created under different versions of the schema concurrently in the database. This paper proposes
a mechanism for supporting accessing instances regardless of versions of the schema in schema evolution environments
in object oriented databases. There is trade-off between the flexibility of schema modification operations and the system
overhead for supporting such schema modifications. Access handling routines are provided to the undefined attributes in
each version of the class. Access handling routines are also defined for each pair of semantics rather than defining
backdate/update functions for each pair of versions of a class. Thus, this mechanism supports the change of semantics
with reduced user and system overhead.

1. Introduction

There have been tremendous changes in com-
puting technology including major changes in data-
base systems over the past two decades. As data-
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base technology continues to develop, new database
applications have appeared in various areas. Rela-
tional database systems have been developed ex-
tensively and widely distributed in organizations
using computing [11,29]. However, conventional rela—
tional database systems have been demonstrated to
be inadequate for emerging database application areas
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such as computer-aided design, manufacturing, soft—
ware engineering, and office automation [8,12,13,17,
19,20,21,25]. Conventional relational data models have
serious drawbacks in representing and manipulating
complex and composite data structures since each
attribute in relational data models should have a
built-in atomic value.

Object-oriented data models appear to be attrac-
tive in design and manufacturing environments deal-
ing with large and complex composite products. Core
object-oriented technologies are characterized by four
important concepts ; objects, encapsulation, inheri-
tance, and polymorphism [5,6,9,28].

Objects are basic entities that have data struc-
tures and operations on these structures. Every
object has a unique identifier. Classes and/or types
describe the structure and behavior of a collection of
similar objects. Class descriptions are also used to
create individual instance objects. Instance objects
within a collection have the same structure and
operational behavior.

Objects encapsulate data and operations through
classes. Users can not see the inside of objects.
Data structures within the objects can be accessed
only through public windows that consist of pre—
defined operational functions called “methods”. Ob-
jects communicate through messages. Methods are
defined in a class and can be invoked by the corre-
sponding messages.

Classes can be related through the inheritance
feature in IS-A hierarchy within which all of the
properties including data and operations of a class
are inherited by its subclasses unless they are
redefined in the subclasses. IS-A hierarchy supports
generalization and specialization relationships.

Polymorphism is closely related to inheritance
and encapsulation. The same message to instance
objects of different classes may invoke specific
operational behavior of the object. It depends on
the method which is specially defined in the cor-
responding class.

Although there is no general agreement on the

features of object-oriented database systems, many
applications such as CAD, CASE, and office auto-
mation systems need schema evolution facility in
which databases are required to store different
alternatives of schema and multiple versions of the
same objects. In single schema evolution, only one
version of the schema exists, in which instances
should be updated or filtered to the new schema
whenever the schema is changed. There are a few
drawbacks to the single schema  modification [19].
First, it doesn’t keep the history of modifications on
the classes. Second, any other users are not allowed
to access database while a user modifies the schema
and all other users have to use the modified
schema. Third, alternative schema can not be repre-
sented in the common database. Manufacturing
environments need alternative schema and con-
current processing by several teams. The scheme of
multiple versions of the schema can remove the
drawbacks of single schema modification scheme.
Just as the versions of the instance objects, the
schema is versioned. There is more than one ver-
sion of the schema active in the database. Histories,
revisions, and alternatives of the schema can be
represented with multiple versions of the schema.
Previous schema versions should be kept with the
corresponding instances that were created under the
version of schema.

This paper summarizes the issues concerning
schema evolution and presents an approach to
solving accessing to instances regardless of versions
in schema evolution in object-oriented databases.
The remainder. of this paper is organized as follows.
In section 2, the issues concerning schema evolution
are discussed. The methods for supporting schema
evolution are also briefly summarized here. In
section 3, related and previous work is summarized.
In section 4, access handling routines are introduced
to handle access to instances regardless of versions
and the mechanism for supporting semantic changes
is also discussed. In section 5, the conclusion is
offered.



HAXIE COIEHIOIAS AF(0INS SHEMM HEU FTst IAHA H

2. Issues in Schema Evolution

There have been three approaches to schema
evolution ; versions of classes, versions of schema,
and view of schemall24]. In versions of classes
approach, any modification of a class creates a new
version of the class and of its subclasses. This
approach gives rise to a problem. Users have to
choose a particular version for each class defined in
the schema in order to represent the state of the
schema at a given moment. In views of schema
approach, any number of views can be derived on
the schema. In versions of schema approach, any
changes to the schema leads to derivation of a new
version of the complete schema. Objects are asso-
ciated with the corresponding schema version. A
schema version corresponds to the complete state of
the database at a given moment of time.

There are some issues to be addressed in the

process of developing schema evolution schemel[30].

2.1 Schema Consistency

Schema consistency should be maintained in the
process of schema modification. For example, when
an attribute is dropped from a class definition, the
methods that access the attribute should be changed
or dropped to accommodate the change. A class in-
heritance hierarchy should not be allowed to be
cyclic. There are two kinds of consistency ; struc—
tural consistency and behavioral consistency[1].
Structural consistency refers to the static part of the
database. Informally, the schema is structurally
consistent if the class structure is a directed acyclic
graph(DAG) and if attribute name and method name
definitions, attribute and method scope rules, and
attribute domains and method signatures are com-
patible. Behavioral consistency refers to the dynamic
part of the database. Informally, an object-oriented
database is behaviorally consistent if each method
respects its signature and if its code does not result
in run-time error and unexpected results. Schema
consistency can be checked by placing consistency

r
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checker between users and the system. It can work
automatically or via user intervention. Invariants and
rules have been suggested for the process of
schema changes to keep the integrity of schemal3,
18,22].

2.2 Version Consistency

Each class object might have several versions of
itself. In the scheme of schema evolution based on
the versions of the whole schema itself, a version of
the class that is consistent with each other is
contained in a schema version, thereby solving the
version consistency problem. In the scheme of
schema evolution based on versions of classes,
several versions of classes can be derived. In
object-oriented database systems, some classes are
related to others unlike relational database systems
in which relations are independent of each other.
The consistency among these versions should be
controlled in order to keep the integrity of schema.
It is necessary to determine which versions of
different classes are consistent with each other. This
task is called the configuration management. A
configuration is a collection of versions of the

classes in the database that are mutually consistent.

2.3 Object Consistency and Accessibility to Instances

An object is consistent if the values of the
attributes are consistent with the class to which
they belong. In addition to this, there is another
problem to be solved that originates due to object
inheritance among versions of schema. Objects that
are created under a schema version are usually
inherited by the descendent schema versions. The
definitions of classes can be changed during the
derivation of new schema versions. If the definition
of a class is the same between a schema version
and its descendent versions, the objects that were
created under the ancestor schema version are
obviously accessible to the descendent schema ver—
sions. They can be modified in the descendent

schema versions, however, they can not be physi-
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cally updated in the descendent versions because the
ancestor schema version might lose the original
values for the objects. Even if the definition of a
class is changed during the derivation of a schema
version, the objects that were created under the
ancestor schema version need to be accessible to the
descendent schema versions. This issue is explained
with the notion of backward compatibility. A schema
change is backward compatible if any query made
on the changed schema can access data that were
created under the schema before the change. The
objects that are created under descendent schema
versions also need to be accessible to the ancestor
version. This can be explained with the notion of
forward compatibility. A schema change is forward
compatible if any query made on the schema before
the change can access the data that are created
under the schema after the change. Schema
modification without versioning can achieve sort of
backward compatibility by converting existing in—
stance objects to new schema, however, it can not
address the problem of forward compatibility. This
issue is closely related to the issues of this paper
and the details will be discussed in the later section.

2.4 Shareability

During the derivation of versions of schema,
usually a small part of the schema is changed so
that most part of the ancestor version of the schema
remains unchanged in the new version. These un-
changed parts of the schema can be shared among
versions. The delta technique has been used in
versioning files, in which the different parts between
successive versions are maintained and the un-
changed part is shared by the successive versions.
The unchanged part that is common to successive
versions can be selectively inherited by the descen-

dent versions.

3. Related Work

There have been several approaches to solving

the accessibility to instance objects among versions
[7,10,18,22,23,24,26,27]. Skarra and Zdonik [26,27]
proposed a type evolution scheme in a prototype
object-oriented database system, ENCORE. In this
scheme, types can be versioned. All versions of a
type definition are called a version set of the type.
The version set interface is defined for representing
the most general interface to a type. This is
constructed as a collection of all distinct properties,
operations, and constraints of all versions of the
type. When a new version of a type is created, new
attributes that were not defined in the existing
versions are added to the version set interface of
the type. The version set interface is a single
interface to all versions of the type. A handler is
defined for every attribute in each version of the
type in which the attribute is not defined, but it is
defined in the version set interface. Handlers are
used to help access instances that were created
under different versions by a program expecting
instances of its version. Since each instance is not
allowed to have additional storage for undefined
attributes, evolution operations are limited. Semantic
change and name change can not be accommodated
in this scheme. The mismatches between the
instances and accessing programs are handled by
the run-time system.

Monk and Sommerville [23,24] proposed a model
for versioning class definitions. This model has been
implemented in a prototype object environment called
CLOSQL [23]. Forward and backward compatibility
issues are addressed. Forward compatibility de-
scribes the ability of a program that was written for
accessing instances of previous versions to access
instances of new versions. Backward compatibility
describes the ability of a program that is written
using new versions of a class to access instances of
previous versions of the class. This model for
schema evolution is driven by the principle that it is
insufficient to change the structure of the classes
without considering the underlying semantics of the

data. Semantic information is considered in the form
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of special functions that convert instances of a
version of a class to those of another version of the
class. Update and backdate functions are provided
on the attributes of the previous and current version
respectively to help access instances that are created
under other versions. When a new version of a
class is derived by adding an attribute or changing
semantics of an attribute, the backdate function is
defined for that class version to access instances
that were created under the previous versions. At
the same time, the update function is defined for the
current version to access instances that will be
created under the new version. The query processor
will convert all instances of the class to the format
of the version of the class in the query. It is
necessary to apply corresponding update or backdate
methods consecutively along the path unless these
methods are provided between every pair of ver-
sions. Thus, name change and semantic change are
supported in this model. This model has some
drawbacks. First, users are required to write their
own update/backdate functions. Second, update/
backdate methods should be provided between each
pair of versions in order to avoid consecutive
application of update/backdate methods between suc—
cessive versions.

Kim and Chou [18] proposed a model for schema
evolution based on versions of schema. This model
is based on versions of objects that was imple-
mented on ORION. They developed a model of ver-
sions of schema by extending the version capa-
bilities and version derivation hierarchies of versions
of objects to versions of schema, whereas the whole
schema rather than each class is versioned in this
model. The access scope of a schema version SV-i
is defined as a set of objects that are accessible to
SV-i. This set includes the objects that are created
under SV-i and those that are inherited from the
ancestor schema versions. The set of objects that
are created under a schema version SV-i is called a
direct access scope of the schema version. They
introduced several rules dealing with the access

scope issue such as whether the access scope
should be inherited by the descendent schema ver-
sions and whether the access scope can be up-
datable in the descendent versions.

AVANCE [7] is an object management system
that aims primarily at the applications in the field of
office information systems. It uses version control
on bdth the system and application levels. On the
application level, there are object versions and object
type versions. They use exception handling similar
to the method used in [2627] to cope with type
version mismatches between the type version of the
object expected by the query and’ the type version
of the object accessed. Mismatch exception handlers
are provided to service such queries. The handler
may convert the instances to conform with the
version expected by the invoker or may simply
emulate old specifications, or both.

Clamen [10] proposed a schema evolution scheme
that allows existing databases to be adjusted to
different formats over time. It supports schema
evolution and instance adaptation. It allows multiple
representations of instances to persist simultaneously
and provides programmers with the specification of
how to adapt existing instances. When a version of
a class 1s created, a new version of every instance
of the class is created. These instance versions are
called facets. The storage for the attributes that are
used commonly in several facets can be shared
among them. In deriving a new version, the
attributes can be divided into several groups such as
shared, independent, derived, and dependent attri-
butes, depending on their relationships between
versions. Users specify the adaptation strategy ac-
cording to the classification.

OTGen [22] is a tool that is designed to support
schema changes and database reorganization. It
generates a transformer that applies the mappings
between the old and new schema to update the data.
The transformer consists of programs and tables
that transform the existing data into the new

schema.



558 St EMeStE ==X MeH AM3%=(99.3)

4. Access Handling Routines

As discussed in the previous section, the acces-
sibility to instances among versions has been one of
the important issues in schema evolution. The notion
of compatibility was introduced to explain accessi-
bility [23,24]. There are two kinds of compatibility
concerning the accessibility ; forward compatibility
and backward compatibility.

Queries
User-interface
query information
instance information
>
Access handler Schema

default values
access handling routine

(Fig. 1) Access Handler

Forward compatibility implies that the programs that
were written to access instances of old versions of
a class could still access the instances that are
created under new versions of the class. This leads
to the program usability. Forward compatibility
guarantees that the program that was written
assuming the old version of the class can be used
to access instances of new versions of the class.
Backward compatibility implies that the programs
that are written assuming the new version of a
class could still access the instances that were
created under the previous versions of the class.
Several schemes have been proposed to cope with
the problem of the accessibility to the instances
among versions in schema evolution [10,18,23,27],
which were discussed in the previous section.

The scheme, as seen in Figure 1, for coping with
the accessibility problem is similar to that of
exception handlers that was proposed in [26,27].
However, the scopes differ from each other. The

objective of their work [26,27] was to make changes
of a class transparent with respect to programs that
use the class. Programs can access instances that
are created under other versions of a class. This is
achieved by using a version control mechanism and
a set of exception handlers associated with the
versions of a class. Exception handlers are added to
versions of a class in order to do the behavior not
defined in these versions but defined in other
versions of the class. The handlers in these versions
are carried out when programs expect them to do
the undefined behavior. Thus, the handlers provide
programs with class change transparency. Class
change transparency leads to program usability. The
scope of this work is different. It focuses on the
accessibility to instances regardless of versions. The
instances of a class might be accessed as a whole
regardless of versions under which they are created
at any moment of the process of schema evolution.
The instances of a certain version of the class also
might be accessed. It is necessary to access some
or all of the product instances regardless of versions
under which they were created. Instances can be
accessed from any version without difficulty via the
attributes that are commonly defined in all versions
with the same semantics.

There are two cases in which accessibility
problem arises. Name change is not considered since
it is not allowed here. The first case is when the
instances are accessed through the undefined
attributes ; the invoking program assumes a version
in which the attribute is defined, but the instances
to be accessed don't have the attribute. The other
case is when the instances are accessed through the
attributes with different semantics ; the attribute is
defined in the version that the invoking program
assumes and it is also defined in the version under
which the instances were created, however, the
semantics of the attribute in both versions are
different.

An access handling routine is provided for the

version with an undefined attribute. In Figure 2,
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Autobody-V3

length © integer
weight : real
color : colors

length : integer
weight  real
color : colors
door : integer

length : integer(cm)
weight © real

color : colors
door : integer

Class Attribute | Set of versions Semantics

Autobody length {3} cm

(Fig. 2) Versions and Instances

Class Attribute | Version | Access handling routine

Autobody Door 1

door : = 4;

(Fig. 3) Access Handling Routine

when the attribute "door” is added to Autobody-VZ2,
an access handling routine is provided for the
undefined attribute "door” in Autobody-V1 as shown
in Figure 3. This access handling routine usually
gets predefined default-value. It is also necessary to
allow semantic changes in the description of attri-
butes. For example, “inch” in representing length can
be changed to "cm”. In this case, the domain of the
attribute such as integer is not changed, but the
semantics of the attribute is changed. In [27], where
exception handlers are used for accessing instances
across the versions, semantic changes are not
allowed. In [2324], backdate/update methods are
used for accessing instances among versions and
semantic changes are allowed and supported. How-
ever, backdate/update functions on each attribute
should be provided for every pair of versions unless
the backdate/update functions are consecutively
applied along the version derivation hierarchy.
Access handling routines are provided for every pair
of semantics, not for every pair of versions. In
Figure 2, the semantic of the attribute “length” in
Autobody-V3 is changed to “cm” from "inch” that is
valid in Autobody-V1 and Autobody-V2. Changes of
the semantics of attributes are represented as shown

in Figure 4.

(Fig. 4) Representation of Changes of Semantics

The semantics of the attribute "length” in V1 and
V2 should be represented once changes to the
semantics of the attribute occur as shown in Figure
5 although there is originally no explicit declaration
on the semantics of the attribute. Thus, the se-
mantics of "length” is represented in both V1 and
V2 as "cm”. An access handling routine is provided
for each pair of semantics as shown in Figure 6.
Hence, the number of functions to be provided can
be reduced to a small number compared to that in
the backdate/update function approach. A corre-
sponding routine is provided for a tuple (class, attri-
bute, instance-semantics, accessing-semantics).

Class Attribute Default semantics

Autobody length inch

(Fig. 5) Representation of Default Semantics

. From .
Attri- . To semantics .
Class bute semantics (accessing) Routine
(instances)
Autobody | length inch cm Z%ant?er;;th
Autobody | length cm inch leglegr;%ﬂ} :2:54

(Fig. 6) Access Handling Routines for Semantic Changes

The algorithm for accessing instances is described

in Figure 7.

procedure AccessAlllnstances(AQuery, Results) ;
/* This procudure receives a query and returns the result. */
begin
if the query is against a set of versions,
then /* The query is against a group of versions. */
begin
for each version of the set do
AccessAVersion(AQuery, Results);
end;
else /* The query is against a specific version. */
AccessAVersion(AQuery, Results);
endif
end.
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procedure AccessAVersion(AQuery, Results) ;
/+ This procudure receives a query against a version and re-
turns the result. */
begin
if the attribute is defined in the target version
then /+ The attribute is defined in the target version. %/
begin
if the semantic of the attribute differs
then /* The semantic of the attribute is dif-*/
/+ ferent from that of the attribute */
/* in the target version. */
invoke the corresponding access han-
dling routine for the semantic change;
endif
end;
else /* The attribute is not defined in the target */
/* version. */
invoke the corresponding access handling routine for
the undefined attribute;
endif
end.

(Fig. 7) Aligorithm for Accessing Instances of Versions

5. Conclusion

This paper proposes a mechanism for accessing
instances regardless of versions of classes in sche—
ma evolution in object-oriented databases. It also
summarizes the issues concerning schema evolution
and approaches to accessing instances regardless of
versions in schema evolution in object-oriented
databases. There is trade-off between the flexibility
of schema modification operations and the overhead
needed for supporting such operations. Semantic
change is not allowed in [2627). The scheme pro-
posed in this paper supports semantic change as an
operation of schema modifications. Access handling
routines are provided to each pair of semantic
changes. Thus, it could reduce the overhead dras-
tically compared to the previous work in which
backdate/update functions are provided to each pair
of versions of the class unless the backdate/update
functions are applied consecutively along the version
derivation hierarchy.

There is further work. Implementation issues
including user interfaces that support the need in
the process of schema evolution are being inves-
tigated. This work can be exploited in the devel-

opment of major applications which need schema
evolution facility such as product data management

system[13,15,16]. We are working on these issues.
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