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ABSTRACT

Object-oriented databases (OODBs) have been adopted for managing non-standard applications such as computer-aided design (CAD), office document management and many multimedia applications. One of the major characteristics of OODBs is class hierarchy where a subclass is allowed to inherit the definitions defined on its superclasses. In this paper, I present the evaluation metrics for class hierarchy quality in OODBs. These metrics are developed to determine if a concurrency control scheme can achieve good performance or not on a given class hierarchy. I first discuss the existing concurrency control schemes for OODBs. Then I provide evaluation metrics based on structural information and access frequency information in class hierarchies. In order to discuss significance of the proposed performance metrics, an analytical model is developed. Analysis results show that the performance metrics are important factor in concurrency control performance. I consider both single inheritance and multiple inheritance. The proposed metrics can be used to provide guidelines on how to design class hierarchy of an OODB for maximizing the performance of concurrency control technique.
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1. INTRODUCTION

OODBs have been used for many advanced database applications such as e-commerce with multimedia repositories, document management[13,14]. In a typical OODB, a class object consists of a group of instance objects and class definition objects. The class definition consists of a set of attributes and methods that access attributes of an instance or a set of instances. In OODBs, users can access objects by invoking transactions consisting of a set of method invocations on objects [2].

A concurrency control scheme is used to regulate multiple accesses to a multi-user database so that it maintains database consistency. A concurrency control scheme allows multi-access to a database but incurs an overhead whenever it is invoked. This overhead may degrade the performance of OODBs where many transactions are naturally long-lived. Thus, reducing the concurrency control overhead is crucial to improve the overall performance.

Inheritance is a very important concept in OODBs where a subclass is allowed to inherit the definitions defined on its superclasses. Also, an is-a relationship between a subclass and its superclasses is defined so that an instance of a superclass is a generalization of its subclasses [5]. This inheritance relationship between classes forms a class hierarchy. There are two types of accesses to a class hierarchy, MCA (Multiple Class Access) and SCA (Single Class Access) [6]. MCA is an operation accessing possibly more than one class in the class hierarchy. Examples of MCAs include class definition modification operations and instance accesses to all or some instances of a given class and its subclasses. On the other hand, SCA is an operation accessing one class in the hierarchy.
Examples of SCAs are class definition read operations and instance access to a single class. For a lock-based concurrency control scheme, when an MCA operation is requested on some class C, it may be necessary to get locks for C as well as all subclasses of C.

In this paper, I provide evaluation metrics for class hierarchy quality in OODBs. These metrics are developed to determine if a concurrency control scheme can achieve good performance or not on a class hierarchy. The typical performance metrics of a concurrency control scheme are response time and locking overhead (usually represented as the number of locks needed for an access) [1,10]. Especially, the proposed metrics for class hierarchy can be used to determine if a concurrency control scheme can incur less locking overhead or not. The proposed evaluation metrics are based on both structural information and access frequency information in class hierarchy. I also provide evaluation metrics for both single inheritance and multiple inheritance.

2. EXISTING CONCURRENCY CONTROL SCHEMES

2.1 Concurrency Control Schemes Based on Structural Information

2.1.1 Single Inheritance

In the literature, there are two major locking-based approaches dealing with a class hierarchy: explicit locking [2,12] and implicit locking [5,9,10,11]. In explicit locking, for an MCA operation on a class C, a lock is set not only on the class C, but also on each subclass of C in the class hierarchy. For an SCA operation, a lock is set for only the class to be accessed (also called target class). Thus, for an MCA, transactions accessing a class near the leaf in a class hierarchy will require fewer locks than transactions accessing a class near the root in the class hierarchy. Also, explicit locking can treat in the same way for both single inheritance, where a class can inherit the class definition from one superclass, and multiple inheritance where a class can inherit the class definition from more than one superclass. But, explicit locking requires more locking overhead for transactions accessing a class near the root in a class hierarchy.

Implicit locking is based on intention locks [3]. An intention lock on a class indicates that some lock is set on a subclass of the class. Thus, when a lock is set on a class C, extra locks are required to be set on a path from C to its root as well as on C. In implicit locking, when an MCA operation is accessed on a class C, locks are not required for every subclass of the class C. It is sufficient to set a lock only on the class itself. Thus, for an MCA access, it incurs less locking overhead than explicit locking. But, implicit locking requires more locking overhead when a target class is near the leaf class in a class hierarchy due to intention lock overhead.

2.1.2 Multiple Inheritance

In explicit locking, no special steps are not required for dealing with multiple inheritance. But, in implicit locking, for the MCA access type, when a class C is locked, all subclasses of C which have more than one superclass are also locked [5,9]. As an example, consider the following simple class hierarchy shown in Fig. 1. Note that the lock modes are based on an OODB system called Orion[5]. In order to modify the class definition in class, say F, the explicit locking scheme works as in Fig. 1.a. The W (Write) locks are required for each subclass of F as well as the target class F. On the other hand, for the implicit locking scheme, intention locks IWs corresponding to W locks are required for each superclass on the path from F to the root A. Assume that path A–C–F is selected. Also, classes I and J, which are subclasses of F, are locked since those classes have more than one superclass. Fig. 1.b shows locks required by the implicit locking scheme.
2.2 Concurrency Control Schemes Based on Access Frequency Information

In [6], the SC-based concurrency control scheme is proposed to provide better system performance than the existing schemes, explicit locking and implicit locking. The SC-based scheme is based on the concept of Special Class (SC) where an SC is a class on which MCA operations are performed frequently. In this scheme, intention locks are set on only SCs. Thus, locking overhead is less than that of implicit locking which requires intention locks to be set on every superclass of the target class. Also, in order to have less locking overhead than explicit locking, the following principle is adopted: for an SCA access, a lock is set on only the target class like in explicit locking. For an MCA access, unlike explicit locking, locks are set on every class from the target class to the first SC through the subclass chain of the target class. If there is no such SC, then locks are set on leaf classes. If the target class is an SC itself, then a lock is set only on the target class.

The scheme is summarized as follows. Assume that a lock is requested on class C. For simplicity, strict two-phase locking [1,4] is adopted.

**Step 1)** Locking on SCs

- For each SC (if any) through the superclass chain of C, check conflicts and set an intention lock.

**Step 2)** Locking on a target class

- If the lock request is an SCA, check conflicts with locks set by other transactions and set a lock on only the target class C and set a lock on an instance of C if a method is invoked on the instance.
- If the lock request is an MCA, then, from class C to the first SC (or leaf class if there is no SC) through the subclass chain of C, check conflicts and set a lock on each class. If class C is an SC, then set a lock only on C.
- If class C has more than one subclass, perform the same step (2) for each subclass chain of C.

For the SC-based scheme, the following SC assignment scheme is adopted [6]. Assuming that the number of accesses to each class is stable and the access frequency (of MCA and SCA) to each class is known in advance, the SC assignment scheme is constructed as follows.

//Start from each leaf class until all classes are checked //

**Step 1)** If a class is a leaf, then the class is assigned as non-SC.
If a class C has not been assigned yet and all subclasses of C have been already assigned, then do the following:

for class C and all of its subclasses,
calculate the number of locks (N1) when the class is assigned as SC
calculate the number of locks (N2) when the class is assigned as non-SC

Step 2) Assign it as SC only if N1 < N2

In [7], a concurrency control scheme is presented. The scheme is based on the SC-scheme but improves it as follows. The basic idea is that some redundant locks can be reduced without affecting the correctness of the scheme. Assume that a class C is accessed and thus it needs to be locked. For the SC-based scheme, an intention lock is set on every SC through the superclass chain of C. On the other hand, the proposed scheme does not have to set intention locks on every SC through the superclass chain. That is, only the first SC near the root and the last SC near class C need to be locked as long as SCs excluding the first SC and the last SC have only one subclass. The detailed concurrency control scheme and the proof of its superiority over the SC-scheme are shown in [7].

For example, consider the class hierarchy as in Fig. 2a. Also, assume that locks are requested by T1 and T2 as follows.

1) T1: class definition update operation on class C6
2) T2: class definition update operation on class C7

As in Fig 2a, 2b, 2c and 2d, 6, 7, 9 and 13 locks are required for T1 and T2 by the proposed scheme in [7], SC-based scheme, explicit locking, and implicit locking, respectively.

3. EVALUATION METRICS FOR CLASS HIERARCHY

In this section I provide evaluation metrics for class hierarchy quality. These metrics for class hierarchy can be used to determine if a concurrency control scheme can incur less locking overhead or not.

3.1 Evaluation Metrics based on Structural Information

3.1.1 Single inheritance

As discussed in the previous section, in single inheritance, the number of locks required for an access to class, say C, are in proportion to the number of subclasses and the number of superclasses of C.
Below I define the average number of subclasses for each class in a given class hierarchy, \( \text{NUM}_{\text{SUB}} \). This metric is used in evaluating explicit locking.

\[
\text{NUM}_{\text{SUB}} = \frac{(\text{SUB}_1 + \text{SUB}_2 + \cdots + \text{SUB}_N)}{N}
\]

where \( \text{SUB}_i \) is the number of subclasses for class \( i \) and \( N \) is the total number of classes in a given class hierarchy.

Below I also define the average number of superclasses for each class in a given class hierarchy, \( \text{NUM}_{\text{SUP}} \). This metric is helpful in evaluating implicit locking:

\[
\text{NUM}_{\text{SUP}} = \frac{(\text{SUP}_1 + \text{SUP}_2 + \cdots + \text{SUP}_N)}{N}
\]

where \( \text{SUP}_i \) is the number of superclasses for class \( i \) and \( N \) is the total number of superclasses in a given class hierarchy.

3.1.2 Multiple Inheritance

For multiple inheritance, in explicit locking, no evaluation metrics are necessary since this scheme treats both single inheritance and multiple inheritance in the same way. However, in implicit locking, when a MCA lock is required for class \( C \), all subclasses of \( C \) which have more than one superclass need to be locked as well. Thus, for implicit locking, I define \( \text{NUM}_{\text{SUB-SUP}} \) to be the average number of subclasses having more than one superclass in a class hierarchy as follows:

\[
\text{NUM}_{\text{SUB-SUP}} = \frac{(\text{SUB} - \text{SUP}_1 + \text{SUB} - \text{SUP}_2 + \cdots + \text{SUB} - \text{SUP}_N)}{N}
\]

where \( \text{SUB} - \text{SUP}_1 \) is the number of subclasses having more than one superclass for class \( i \) and \( N \) is the total number of classes in a given class hierarchy.

3.2 Evaluation Metrics Based on Access Frequency Information

The two concurrency control schemes based on access frequency information that have been proposed in [6, 7] require accurate information on access frequency for each class. Otherwise, either explicit locking or implicit locking should be applied depending on the access types of transactions. That is, if transactions accessing a class near the root in a class hierarchy are dominant, implicit locking is a better choice. Otherwise, explicit locking outperforms the implicit locking.

If the access information on a class hierarchy is available, it should be stable. Otherwise, the SC assignment needs to be done frequently. For each class, I can define two evaluation metrics as follows: the access frequency on class \( i \) by transactions requesting an SAC type of access, \( \text{ACC-FREQ}_{\text{SAC}}(i) \), and the access frequency on class \( i \) by transactions requesting an MAC type of access, \( \text{ACC-FREQ}_{\text{MAC}}(i) \).

4. SIGNIFICANCE OF THE PROPOSED EVALUATION METRICS

The proposed evaluation metrics are developed to reflect number of locks by various concurrency control schemes for a given OODB access. In order to show that the proposed evaluation metrics are significant, it will be shown that number of locks is a significant factor in concurrency control performance. Especially, I will discuss that number of locks is significant in transaction response time.

For this purpose, a simple analytical model is developed as follows. In this model, lock contention probability and lock waiting time are not considered. This model is to compare response time only for varying number of locks to a given database access. \( \text{RES} = E + N \times (R_{\text{SET}} + R_{\text{REL}}) \)

Where \( \text{RES} \) is mean response time, \( E \) is sum of execution time for \( N \) granules, \( R_{\text{SET}} \) is mean time to set a lock by a transaction, \( R_{\text{REL}} \) is mean time to release lock by a transaction. For simplicity, I assume that response time consists of only sum of execution time for database accesses (\( N \) granules) and sum of time to set and release locks for \( N \) granules. Note that response time is a major standard for concurrency control performance in databases.
Table 1 shows analytical parameters adopted from literature [8]. More general analytical model can be found in [15].

Table 1. Analytical Parameters

<table>
<thead>
<tr>
<th>Parameters</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>$R_{RES-I}$ (Mean time to set a lock by an instance access transaction)</td>
<td>0.3641 ms</td>
</tr>
<tr>
<td>$R_{RES-C}$ (Mean time to set a lock by a class definition access transaction)</td>
<td>0.3522 ms</td>
</tr>
<tr>
<td>$R_{REL-I}$ (Mean time to release a lock by instance access transaction)</td>
<td>0.0035 ms</td>
</tr>
<tr>
<td>$R_{REL-C}$ (Mean time to release a lock by class definition access transaction)</td>
<td>0.0011 ms</td>
</tr>
<tr>
<td>$E$ (Execution time for each granule)</td>
<td>2 ms</td>
</tr>
</tbody>
</table>

If the above model and parameters are applied to class hierarchies in Fig. 2 (single inheritance) and Fig. 1 (Multiple inheritance), respectively, response time can be obtained as in Table 2.

Note that response time for single inheritance is obtained from two transactions while response time for multiple inheritance is obtained from one transaction. In multiple inheritance, reducing one lock results in response time enhancement by 10%.

Results obtained from Table 2 shows that reducing number of locks are significant factors in response time. It means that reducing number of locks can improve concurrency control performance. In turn, reducing class hierarchy depth is a major factor to reduce number of locks required.

For the same number of instance objects, class hierarchy with low depth can increase number of instance objects for each class object. This means that, for such class hierarchy, locks on class objects can degrade concurrency. This is due to that more instance objects are blocked for a lock. Thus, class hierarchy with low depth can reduce number of locks but may degrade concurrency among concurrent transactions since low concurrency may cause high lock contention.

5. CONCLUSIONS AND FURTHER WORK

In this paper, I presented the evaluation metrics for the quality of class hierarchies in OODBs. These metrics is to determine if a concurrency control scheme can achieve good performance or not on a class hierarchy in terms of locking overhead. In the evaluation metrics, both single inheritance and multiple inheritance are considered. Also, the proposed evaluation metrics are developed based on the structural information and access frequency information on class hierarchies.

In order for a concurrency control scheme to have less locking overhead, it is important to maintain the followings for a class hierarchy: 1) low average number of subclasses or superclass for each class 2) low average number of subclasses having more than one superclass 3) the accurate and stable access frequency information. However, having low class hierarchy depth for less locking overhead may degrade concurrency among transactions so that overall performance may be degraded.

Currently I am developing a concurrency control scheme for controlling access to composite object hierarchies, which is also a major characteristic in

Table 2. Response time of various concurrency control schemes

<table>
<thead>
<tr>
<th>Inheritance type</th>
<th>Concurrency control</th>
<th>Response time</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>SC-based locking</td>
<td>6.4731 ms</td>
</tr>
<tr>
<td></td>
<td>Explicit locking</td>
<td>7.1797 ms</td>
</tr>
<tr>
<td></td>
<td>Implicit locking</td>
<td>8.5929 ms</td>
</tr>
<tr>
<td>Multiple inheritance</td>
<td>Explicit locking</td>
<td>4.1198 ms</td>
</tr>
<tr>
<td></td>
<td>Implicit locking</td>
<td>3.7665 ms</td>
</tr>
</tbody>
</table>
OODBs. It is interesting to develop the evaluation metrics for composite object hierarchies.
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