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Abstract 

 

Scrum is one of the most popular and efficient agile development methods.  However, like 
other agile methods such as Extreme Programming (XP), Feature Driven Development (FDD), 
and the Dynamic Systems Development Method (DSDM), Scrum has been criticized because 
of lack of support to develop secure software. Thus, in 2011, we published research proposing 
the idea of a security backlog (SB). This paper represents the continuation of our previous 
research, with a focus on the evaluation in industry-based case study. Our findings highlight an 
improved agility in Scrum after the integration of SB. Furthermore, secure software can be 
developed quickly, even in situations involving requirement changes of software. Based on 
our experimental findings, we noticed that, when integrating SB, it is quite feasible to develop 
secure software using an agile Scrum model. 
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1. Introduction and Problem Background 
Agile methodologies such as Scrum, Extreme Programming (XP), Feature Driven 

Development (FDD), and the Dynamic Systems Development Method (DSDM), have gained 
enough attention for software development in recent years [1]. A number of organizations 
[2,3] that practice agile methods suggest that agile methods help during the software 
development process by emphasizing rapid development statements  [4,5]. In fact, agile 
methods are more flexible and help to reduce risks of project failure. However, they need to 
follow several rules related to the agile manifesto, including those concerning less 
documentation and team member interactions, which provide for appropriate communication 
with customers and other users. However, some researchers and practitioners [4,6,7] 
highlighted a critical software problem – software security [8,10] and [11]. As mentioned in 
the abstract, like other agile methods, the Scrum model does not provide guidelines for dealing 
with the security aspects of software [12]. The original Scrum model does not include software 
security planning from the start [13]. This means that security practices cannot be 
implemented by the Scrum team. As a result, the agile team may produce vulnerable software 
that can be exploited by attackers [8]. On the contrary, if the Scrum agile team concentrates on 
solving software security issues, the agility of the Scrum process may be affected [14]. 

Thus, this study attempts to discover whether or not security practices such as SB can work 
with the Scrum agile model. If so, then developers who focus on developing secure software 
using Scrum may apply the proposed SB. 
 

1.1. Degree of Agility 
Based on a survey and assessment of various contemporary definitions, Qumer and 

Henderson-Seller [15] offer the following definition for the agility of any entity 
(www.agilemanifesto.org): 

“Agility is a persistent behavior or ability of a sensitive entity that exhibits flexibility to 
accommodate expected or unexpected changes rapidly, follows the shortest time span, uses 
economical, simple and quality instruments in a dynamic environment and applies updated 
prior knowledge and experience to learn from the internal and external environment.” 

The aforementioned definition can then be simplified by a researcher into five key 
elements of agility that represent flexibility, speed, leanness, learning and responsiveness. To 
validate the performance of an agile model, the degree of agility needs to be evaluated by 
measuring the following elements. 

 
• Flexibility: The agile method should be flexible enough to welcome a change in 

requirements during any phase. A lack of flexibility will create a serious crisis in the 
agile software process. In other words, we can say that this represents the ability to 
respond to any change at any given time. 

• Speed: As the speed of software delivery is one of the most important elements in the 
agile manifesto, it needs to be considered as an element of agility [16]. 

• Leanness: This represents the elimination of waste or the doing of more with less. 
Through maximizing the utilization of all resources, and the elimination of unnecessary 
resources, all tasks are streamlined. At the same time, however, the level of quality 
should be maintained [17]. 

• Learning: Focuses on improvement during and after product development when 
software had been delivered to the client. 

http://www.agilemanifesto.org/
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• Responsiveness: This means responding to any change, either within the team, or in the 
requirements of the software itself [15]. 

Any software development process that implements the whole of agility, as stated above, 
can be considered to be an agile method. However, its degree of agility needs to be evaluated 
before it can be considered to be a suitable agile model. 

 
2. Literature Review 

2.1. Security Issues and Agility Concerns 

In general, existing security standards and practices do not easily align with the agile 
manifesto due to the strictness of the security requirements phase. In fact, the security 
practices that are still widely followed were developed before the agile manifesto was 
introduced. The current reality is that modern software projects undergo constant changes, 
which leads to process re-iteration, or in other words, repetition in the development process. 
This new phenomenon creates a dilemma in that there are no established security standards 
that consider agility, which limits the potential of any agile model, including those that use 
Scrum [7,18]. 

 
2.2. Security Issues and Scrum 
 

In particular, Scrum itself has a number of limitations related to security. These are stated below. 
• As the Scrum release cycle is too short, there is not enough time for the 

development team to address security requirements for each release.  
• Although the inclusion of security elements in the existing Scrum does not present 

a significant issue, issues do arise when such inclusions affect the process 
characteristics or agility of Scrum. 

• The authors, Kevin Brady [19] and Mikkosiponen et al. [20], state that knowledge 
monopolies in a Scrum team are the main factors causing an absence of 
documentation during the requirement planning. This happens due to the team 
players not having enough skill in regards to security.  

• The lack of guidelines in the collection of security requirements is also a factor, as 
there is no requirements freeze in agile as there is in the other conventional SDLCs 
[7]. 

• One of the research groups, known as Securosis [22], found that, although the 
project manager played a major role in Scrum, their lack of security awareness and 
pressure to complete the project within a minimal amount of time affected the 
entire process. For example, threat analysis needed to be included in the 
requirements capturing/analysis guidelines. However, it was either not included at 
all or the Scrum Product Owner (PO) could not complete it due to a lack of time 
[22]. The same issue was faced during security testing in sprint phases. As a result, 
the agility of the process was affected [21]. 

 
In order to overcome these issues, this study attempts to suggest ways in which the Scrum 

process can be suitably combined with security practices. Previous research [23] proposed a 
solution for this situation. However, there was not enough data regarding how the proposed 
solution affected Scrum agility. In this paper, we will present our findings regarding these 
issues. 
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2.3.  Software Security Principles 

Recapping Security Principles. Security principles are the primary methods used to 
determine methods for securing software. They are universal guidelines adopted by every 
developer and project planner, and have been adopted by practitioners and experts in the 
security field in order to mitigate risks in the architecture, design, implementation, testing and 
maintenance phases. As illustrated in Table 1, security principles act as a guideline for a 
number of existing systems and approaches. As shown in the table, much research has been 
proposed showing solutions that satisfy some or all of the security principles. The ‘X’ symbol 
is used when researchers have not mentioned the security principle, while the‘√’ symbol is 
used when it has been mentioned. 

 
2.4. Software Security Engineering in Phases 
  

Security activities generally include three phases. These are known as the requirement, 
development and testing phases. A software engineer can sabotage the software at any point in 
its development life cycle through the usage of intentional exclusions from, or inclusions in. 
Sabotage can also be performed by modifying the requirements specification, the threat 
models, the design documents, the source code, the assembly and integration framework, the 
test cases and test results, or the installation and configuration instructions and tools. The 
secure development practices described in this book are, in part, designed to help reduce the 
exposure of software to insider threats during the development process. For more information 
on this aspect, see "Insider Threats in the SDLC" [13]. 
 
2.4.1. Security during requirement phase: There are a few existing techniques that can be 
used for eliciting the security requirements. Some of these have been created with attention 
paid to security, while others have been created in outdated requirement engineering style. 
These can be enhanced to add a security element. Existing techniques for the security 
requirement include Misuse cases [34], Soft Systems Methodology [25], Quality Function 
Deployment [26], Controlled Requirements Expression [35], Issue-based information systems 
[28], Joint Application Development [29], Feature-oriented domain analysis   [36], Critical 
discourse analysis [30] and the Accelerated Requirements Method [31]. It is impossible to 
create secure software without keeping security in mind from the beginning. Preparation must 
be started during the requirement phase because at the development phase, developers simply 
follow what is stated in the requirements. For the scrum method, there is an existing security 
method proposed by EAST Methodology [33], which is integrated in Scrum. In this method, 
we can see there is no special backlog for the security part. Instead, the security analysis is 
combined in the product backlog. In Scrum, the product backlog should not be too complex, as 
this will affect the leanness agility.  
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Table 1. Security Principles 

 

Le
as

t p
riv

ile
ge

 
Fa

ili
ng

 se
cu

re
ly

 
Se

cu
rin

g 
th

e 
w

ea
ke

st
 

lin
k 

D
ef

en
ce

 in
 d

ep
th

 

Se
pa

ra
tio

n 
of

 
pr

iv
ile

ge
 

Ec
on

om
y 

of
 

m
ec

ha
ni

sm
 

Le
as

t c
om

m
on

 
m

ec
ha

ni
sm

 

R
el

uc
ta

nc
e 

to
 tr

us
t 

N
ev

er
 a

ss
um

in
g 

th
at

 
yo

ur
 se

cr
et

s a
re

 sa
fe

 

co
m

pl
et

e 
m

ed
ia

tio
n 

Ps
yc

ho
lo

gi
ca

l 
ac

ce
pt

ab
ili

ty
 

Pr
om

ot
in

g 
pr

iv
ac

y 
D

es
ig

n 
Pr

in
ci

pl
es

 

Julia H. Allen et. al., 2009 √ √ √ √ √ √ √ √ √ √ √ √ X 
Us-Cert √ √ √ √ √ √ √ √ √ √ √ √ √ 
Open Web Application 
Security Project (OWASP) X √ X √ X √ X √ X X √ X √ 

Gary McGraw and John 
Viega, 2009 √ √ √ √ √ √ √ √ √ √ √ √ √ 

NIST √ √ √ √ √ √ √ √ √ √ √ √ √ 
SANS √ √ √ √ √ √ √ √ √ √ √ √ √ 
IBM √ √ √ √ √ √ √ √ √ √ √ √ √ 
Saltzer and Schroeder √ √ X X √ √ √ X X √ √ X √ 
 
2.4.2. Existing Secure Software Development Lifecycle: Microsoft has developed a guide for 
the SDL agile process. However, it is commonly believed that because SDL was originally 
created for Microsoft’s big showcase box products such as Windows and SQL Server, it only 
works for those kinds of products. This is, of course, patently false. Virtually every Microsoft 
product and online service, large or small, follows the SDL. Many other organizations outside 
of Microsoft are also successfully implementing the SDL. However, while the content of the 
SDL and its requirements and recommendations may be universal, the structure of the SDL as 
originally designed is more suited to long running waterfall or spiral style development 
methodologies [32]. 
 

Table 2. Analysis of Existing Models Secure Software Development 
Phases Model Activity Security 

Principles 
Requirements 

 
• Misuse cases  [34] 

• Quality Function Deployment [26] 

• Controlled Requirements Expression [27] 

• Issue-based information systems [28] 

• Joint Application Development [29] 

• Feature-oriented domain analysis [36] 

• Critical discourse analysis [30] 

• Accelerated Requirements Method [31]. 

Analysis of the 
possible threat 

Not Mentioned 

Development Microsoft Security Development Lifecycle 
for Agile Development version 1.0 
 

Adds security 
requirement at all 
sprint. 
Security Testing. 

Not Mentioned 

http://emergentchaos.com/the-security-principles-of-saltzer-and-schroeder
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Testing Extended Agile Security Testing(EAST) 
 

Adds security 
requirement. 
Documentation. 
Security Testing. 

Not mentioned but 
the activity can be 
representing the 
security principle 
needed. 

 
The table above shows that the existing agile models that are used to develop secure 

software do not clearly mention or integrate the security principles in the requirement, 
development or testing phases. The X symbol means the corresponding model does not solve 
the issue and provide a solution, while the√ symbol means that it does solve the issue and 
provide a solution. 

Table 3 shows an analysis of existing secure software development which compares the 
Microsoft and EAST models. This analysis has been obtained from a recent literature review 
(2005 - 2010). 

In order to address some of the highlighted issues, we previously proposed the idea of SB 
for Scrum security practices [23]. For the sake of the reader, we will illustrate our previously 
proposed SB in the next section. However, the main objective of this paper is to analyze the 
effectiveness of the SB and provide insights obtained from an industry-based case study. 

 
Table 3. Analysis of Existing Secure Software Development Lifecycle 

Sources Issues Models Proposed Solutions 
MS EAST 

[32] Traditional Security Development Life 
Cycle is does not fit with Agile.  

√ √ Proposes an enhancement 
existing Agile security life 
cycle. 

[37] In order to overcome the security aspect 
in SDLC like missing a security phase in 
scrum, proposes to integrate with 
another development methodologies. 

X X Imports some practices; 
example, pair programming 
from eXtreme Programming. 

[7] Security must be considered from the 
start of a development process, and it is 
“anti-freeze requirement”. 

X √ Create a security activity 
from the beginning 

[38] To add the threat analysis part in 
planning sprint is not suitable because it 
is too large effort to squeeze into sprint 
session. 

X √ Threat analysis from sprint 

[22] The average sprint duration of two 
weeks is simply too short for security 
test. 

X X Suggests security testing for 
only selected features. 

[19, 20] Knowledge monopolies of security staff 
due to the absence of documentation for 
security part. 

√ X Make a comprehensive 
documentation but simple 
based on security principle. 

[38] “Inject” certain security related activities 
into the scrum. 

 
 
√ Creates a security activities 

[14] Need to integrate a security activity with 
all agile activities. 

 √ Suggests security activities 
in all phases. 
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3. Analysis of Proposed Security Backlog (SB) 

3.1.  Validation and Evaluation 

In this section our previously proposed SB and its integration into the Scrum model is 
analyzed and the authors explain the overall enhanced Scrum model. 

As mentioned in Table 4, existing frameworks do not offer a solution for the security 
issues in Scrum. Therefore, our aim is to merge two new elements into the existing Scrum. 
These are 1) a new security component known as SB and 2) a new role known as Security 
Master (SM). The SM is in charge of the SB during the Scrum lifecycle. 
 

Table 4. Security Description in Each Phase [23] 
Product Backlog The Product Backlog is the master list of all functionality desired in the 

product. When using Scrum, it is not necessary to start a project with a 
lengthy, upfront effort to document all requirements.  The 
documentation for security will be absence here because of the team 
want produce the simple documentation. 

Release Backlog A release backlog is a subset of the product backlog that is planned to be 
delivered in the coming release. Partition the product backlog a release 
backlog for each release. The release backlog is the subset of product 
requirements that will deliver in a given release.  The prioritize feature 
that want to be release quickly will in a danger if not analyze it with the 
threat analysis phase. 

Sprint Backlog The sprint backlog is the list of tasks that the Scrum team is committing 
that they will complete in the current sprint. Here, the time release has 
been decided, and any addition in security part, will be hard to manage 
in time. 

Testing and 
shippable phase 

Here all product has been integrated and will be testing for a final. When 
it comes to this phase and the security part will cost a lot of time and 
money here to maintain. 

 
The √ symbol means that the phases should practice the respective security principle, while 

the X symbol means that phases do not need the respective security principle. Based on 
analysis in Table 3 and security principle roles in Table 2 introduced by various researchers, 
we come to a conclusion in Table 5. Table 5 shows analysis regarding how security 
guidelines should be aligned to each related backlog and phase. The chosen factor is based on 
security principles stating that nearly all principles can provide guidelines for requirement, 
development and testing activities. 
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Table 5. Relation between Phases and Security Principle 
    Security Principle 
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Product Backlog √ √ √ √ √ √ √ √ √ √ √ √ √ 
Release Backlog √ √ √ √ √ √ √ X X √ X √ X 
Sprint Backlog √ X √ √ √ √ √ X X √ √ √ X 
Testing and 
 shippable phase 

√ √ √ √ √ √ √ √ √ √ √ √ √ 

 
The enhanced Scrum model in Fig. 1 has two additional components. These are: 
1. A Security Backlog (SB) that manages security in Scrum. (please refer to Fig. 2) 
2. A Security Master (SM)that handles security in Scrumand is in-charge ofthe SB. 

 
Fig. 1. Enhanced Scrum process with additional SB and SM 

 
As illustrated in Fig. 1, the process flow is shown below. 
1. The requirements are translated into product backlog and go through SB.  
2. Here, the SM figures out certain features in the product backlog that require security 

attention.  
3. The Security Master marks (dotted in illustrations) the selected features in the security 

backlog. The SM creates a document of its activity for use as a reference during the 
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Security Backlog

10

Security Test

e.g:
• Cross site scripting

Security Test

e.g:
• SQL injection
• Buffer overflow

5 11

Security Test

e.g:
• Buffer Overflow

 

development and testing phases. The marked security concerns are noted in the sprint 
backlog for the attention of the developers.  

4. Testing is verified in sprint phases by the security master. 
 

 
Fig. 2. Process Security Backlog in Scrum 

 

Fig. 3. Release Backlog Highlighted with Security Related Features 
 

As shown above, Fig. 3 displays SQL injection and buffer overflow attack possibilities 
assigned by the SM. Since the agile method documentation needs to be as simple as that 
suggested in The Systems Security Engineering Capability Maturity Model (SSE-CMM) and 
CC, the SB also helps to produce a simple but comprehensive document. At the same time, it 
attempts to provide clear information regarding the security risks. 
 

4. Evaluation 

4.1. Evaluation of agility in Each Phase  
The three phases involved in this Scrum enhancement model are the requirement phase, 

development phase and testing phase. As discussed in the beginning, the agility is the variable 
to be evaluated for each phase. 
 
4.1.1. Requirement Phase and Degree of Agility. The requirement phase is conducted by the 
Product Owner. After collecting the requirements, the selected features are populated in the 
Product Backlog (hereafter, PB). The PB is given to the Security Master (SM) to evaluate and 
then to the SB. The security backlog is evaluated using this experience and a conclusion is 
reached based on the agility provided. If agility is affected, the product owner (PO), Scrum 
Master and SM suggest improvements. 
 

• Speed: Overall, speed does not affect the delivery deadline when a security backlog is 
implemented in the requirement phase. Since the SM has an additional workforce 
available, they can identify if previously developed security libraries/classes can be 
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reused. This information may be provided in the description of security requirements 
in the SB. Another way in which the SB can save time for the PO is by having 
guidelines without the need for research, or by finding a specific security requirement. 
Since the PO and SM have simple guidelines to follow in terms of security, the results 
of security requirements can be generated quickly. In conclusion, the security backlog 
would not affect the overall delivery deadline. It can also save time and produce swift 
security results. 

• Flexibility: In short, flexibility refers to adaptability to expected change requirements. 
In the beginning, it is difficult to be flexible due to the lack of information within the 
security backlog. However, this information is also simple enough to analyze. 
Although flexibility can be affected in the beginning, with time it can be recovered. 

• Leanness: The security backlog can complete a task within the shortest available time 
span because of its simplicity. Due to this simplicity, the security backlog can provide 
a proper understanding to the PO in a short amount of time. As a result, leanness will 
not be affected. 

• Learning: If the description in a security backlog is user friendly, it can maintain or 
improve upon the current knowledge of the PO. Since the history of previous 
requirements can be maintained inside the SB, it can also provide experience to a new 
PO. As a result, the security backlog in the requirement phase will have a positive 
learning curve. 
 

4.1.2. Development Phase and Degree of Agility. The development phase is evaluated by the 
SM and system developers in the team. The security backlog illustrated in figure 5.2 is 
evaluated using their experience. If the agility is affected, they suggest improvements. 
 

• Speed: The security backlog does not cause any slowdown in developing the system 
within the required timeframe. However, sometimes it depends on the flexibility or 
the complexity of a business case. Referring to the description provided in the SB can 
also help the developers save time in tracing any errors or bugs that have occurred in 
the sub-modules. By using the SB, the developers can also add or modify any new 
code to any of the sub-modules for implementation of security. As a result, the speed 
is generally not affected. 

• Flexibility: The developer can accommodate expected changes or user requirements 
within any sub modules during the development period. For unexpected changes the 
SB can be updated from time to time. 

• Leanness: Since the backlog will have guidelines and standards for the developers, 
they can still maintain simplified codes during development to produce quality 
products through the help of SB. Developers can avoid adding any un-used or useless 
codes when developing by using the SB. This can be done in the beginning and can 
then be reused. 

• Learning: Security backlogs can maintain or improve the current knowledge of the 
developers regarding the product or system that is being developed. Since the 
descriptions can help new developers develop new code, the security backlogs also 
provide experience to developers regarding the previously developed products. 
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4.1.3. Testing Phase and Degree of Agility. The testing phase is evaluated by the team’s 
tester. The SB, as illustrated in, is consulted due to their experience. If affected is agility, the 
tester suggests improvements. 
 

• Speed: The implementation of SB in Scrum development improves the tester’s work 
flow. Use of the security backlog can save time during the testing phase in selecting 
the appropriate method, since the requirements will be focused on testing SQL 
injection, buffer flow, and so on. The testing process will become faster and easier as 
the tester comes to more quickly understand the features "to be tested" from the 
backlog. With this information provided in the SB, all testing can produce quick 
results. 

• Flexibility: The SB is not rigid and offers the flexibility to add, modify or delete the 
security features scheduled to be tested. 

• Leanness: The SB helps the tester complete tasks and activities in the shortest amount 
of time by going through the major list. 

• Learning: The tester gains new knowledge as information inside the security backlog 
is stored and updated. This saved experience will allow a new tester to improve and 
learn more quickly. 

 

4.2. Scrum Master’s Evaluation about Responsiveness 
 

The Scrum Master, or project manager, is the one responsible for evaluating the overall 
responsiveness of an agile development process using SB. It has been noted that SB did not 
affect the responsiveness of the overall project. SB is sensitive and can adapt to the 
environment. It has been applied on a small scale and accepted by an experienced team using 
the Scrum method. Their feedback is shown in Table 6. 

 

Table 6. Industrial Feedback 

Agility Team Role 
SM PO Developer Tester 

Speed SW delivery on time - YES YES YES 
Help saving time - YES YES YES 

Produce result - YES YES YES 
Flexibility Method accommodate expected changes - YES YES YES 

Method accommodate unexpected changes - YES YES YES 
Leanness Shortest time span - YES YES YES 

Economical - YES YES YES 
Simple and quality production - YES YES YES 

Learning Update prior knowledge - YES YES YES 
Provides experience - YES YES YES 

Responsiv
eness 

Sensitiveness YES - - - 
Adaptability in team,  YES - - - 

 
Based on the industry feedback shown in Table 6, it is safe to say that SB can be 

implemented as part of the enhancement process in a Scrum method selected for security. This 
information has been used to calculate agility using the 4-DAT framework, in order to 
compare agility both before and after security backlog implementation was performed 
according to our model. 
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4.2.1. Evaluating Degree of Agility.  
 

In order to evaluate the degree of agility, the 4-DAT framework has been used in our case 
study. Table 7 shows the degree of agility using Scrum without implementing the SB. In 
reference to the phases in Table 7: 

• The 0 in column four means leanness was not achieved by the Scrum master. This 
means the PB was not effective enough to practice security for the Scrum master.  

• The 1 in other columns means that the other agility features were achieved. 
• 7/7 is the total of the values in columns 1, 2, 4, 5. It means the relevant agilities in the 

columns were achieved. 
• 0/7 is the total of the values in column 3. It means the relevant agility in the column 

was achieved. 
 

Table 7. Degree of Agility before Enhancement 

Scrum Agility Features 

Flexibility  Speed Leanness Learning Responsiveness Total 

Phases       

Pre-Game 1 1 0 1 1 4 

Development 1 1 0 1 1 4 

Post-Game 0 1 0 0 0 1 

Total 2 3 0 2 2 9 

Degree of Agility 2/3 3/3 0/3 2/3 2/3 (2+3+0+2+3)/(3*5) 

Practices       

Scrum Master 1 1 0 1 1 4 

Scrum Teams 1 1 0 1 1 4 

Product Backlog 1 1 0 1 1 4 

Sprint 1 1 0 1 1 4 

Sprint planning 

meeting 

1 1 0 1 1 4 

Daily scrum meeting 1 1 0 1 1 4 

Sprint review 1 1 0 1 1 4 

Total 7 7 0 7 7 28 

Degree of Agility 7/7 7/7 0/7 7/7 7/7 28/(7*5) 

 
In order to calculate agility the following formula has been adopted: 

 

Overall SUM of 1 for each Agility Feature in Each Practice 
Number of Agility Features * Number of Practices            = Degree of Agility Practices (1) 
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Thus, Degree of Agility of Practices = 28/(7*5) = 0.80. The formula, label 0 and 1 were 
also implemented in Tables 7 and 8 using the same technique. 

Table 7 shows the difference from Table 8, which includes the security backlog. The 
industrial experts who evaluated the SB in Table 7 agree that the SB can be implemented and 
does not affect the five criteria of agility i.e., flexibility, speed, leanness, learning and 
responsiveness. Based on the conclusion of Table 7’s industrial evaluation, the security 
backlog considered in Table 8 can be performed. Thus, number 1 should be put inside the 
blank space for all agility. 

 
Table 8. Degree of Agility after Enhancement 

Scrum Agility Features 

Flexibility  Speed Leanness Learning Responsiveness Total 

Phases  

Pre-Game 1 1 0 1 1 4 

Development 1 1 0 1 1 4 

Post-Game 0 1 0 0 0 1 

Total 2 3 0 2 2 9 

Degree of Agility 2/3 3/3 0/3 2/3 2/3 9/(3*5) 

Practices       

Scrum Master 1 1 0 1 1 4 

Scrum Teams 1 1 0 1 1 4 

Product Backlog 1 1 0 1 1 4 

Security Backlog 1 1 1 1 1 5 

Sprint 1 1 0 1 1 4 

Sprint planning meeting 1 1 0 1 1 4 

Daily scrum meeting 1 1 0 1 1 4 

Sprint review 1 1 0 1 1 4 

Total 8 8 1 8 8 33 

Degree of Agility 8/8 8/8 1/8 8/8 8/8 33/(8*5) 

 
 The data in Table 9 refers to the activity in practices for Scrum practices. The degree 
of agility has improved from 0.80 before implementation to 0.83 after implementation. 
 

Table 9. Calculation Degree of Agility 
Process and Practices Scrum (Before implementation) Scrum (After  implementation) 

Phases 9/15 = 0.60 9/15 = 0.60 
Practices 28/35=0.80 33/40 = 0.83 

 
The degree of agility is illustrated in Figure 4 adds a comparison before and after the 

security backlog has been added. The phases and practices have been calculated, and the result 



KSII TRANSACTIONS ON INTERNET AND INFORMATION SYSTEMS VOL. 8, NO. 2, February 2014                                   659 

in Fig. 4 shows the practices clearly. 
Based on Fig. 4, the degree of agility has improved in the practices from 0.8 (before 

implementation) to 0.83 (after implementation). The improvement shown after 
implementation shows that the security backlog does not add any delay to speed, flexibility, 
leanness, learning or responsiveness if the security applied is part of the Scrum method. This 
shows that such implementation is relevant and can be performed without any fear of affecting 
agility negatively. 

 

Fig. 4. Comparison Degree of Agility 
  

5. Conclusion 

After preliminary analysis, comparison, and collection of literature such as journals, books, 
magazines and case studies, we were able to successfully identify the issues related to the 
Scrum method. Through further research, we were able to discover the relationship between 
the security principles and security in each of the Scrum phases. The second issue, then, was to 
enhance the Scrum model. The enhanced Scrum model that we have proposed has been 
evaluated in the requirement, development and testing phases. These research objectives were 
completed successfully. An agile team presented evaluations and feedback in regards to the 
enhancement model gathered from industry events. Team members who had experience using 
the agile model (team leaders, requirement engineers, developers and testers) evaluated 
whether agility was affected or not. Based on their evaluations, the research was considered 
relevant, and possible to implement. We also evaluated the degree of agility before and after 
enhancement using the 4-DAT framework. 

The results showed that agility is improved if the security backlog (SB) is implemented, 
which means that agility is not negatively affected if the SB is added to the Scrum model. It is 
appropriate to clarify that, in this study, the agility of phases has not been considered. Thus, 
this is out of the scope of this study and can be considered in future research. In addition, the 
purpose of this study was not to prove that PB is unsuitable. On the contrary, the intention was 
to discover, after the enhancement of PB, how far Scrum agility was affected overall.  
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